-- tabela klient

CREATE TABLE klient (

id\_klienta SERIAL PRIMARY KEY,

imie VARCHAR(30) NOT NULL,

nazwisko VARCHAR(30) NOT NULL,

telefon VARCHAR(30) NOT NULL UNIQUE,

email VARCHAR(30) NOT NULL UNIQUE

);

-- tabela samochod

CREATE TABLE samochod (

id\_samochodu SERIAL PRIMARY KEY,

id\_klienta INT NOT NULL REFERENCES klient(id\_klienta) ON DELETE CASCADE,

marka VARCHAR(30) NOT NULL,

model VARCHAR(30) NOT NULL,

nr\_rejestracyjny VARCHAR(7) UNIQUE NOT NULL,

rok\_produkcji INT NOT NULL CHECK(rok\_produkcji BETWEEN 1900 AND 2100)

);

-- tabela pracownik

CREATE TABLE pracownik (

id\_pracownika SERIAL PRIMARY KEY,

imie VARCHAR(30) NOT NULL,

nazwisko VARCHAR(30) NOT NULL,

telefon VARCHAR(15) NOT NULL UNIQUE,

stanowisko VARCHAR(30)

);

-- tabela raport\_fiskalny

CREATE TABLE raport\_fiskalny (

id\_raportu SERIAL PRIMARY KEY,

suma\_przychodow DECIMAL(12,2) DEFAULT 0.00,

suma\_kosztow DECIMAL(12,2) DEFAULT 0.00,

bilans\_finansowy DECIMAL(12,2) GENERATED ALWAYS AS(suma\_przychodow - suma\_kosztow) STORED,

data\_raportu DATE NOT NULL

);

-- tabela usluga

CREATE TABLE usluga (

id\_uslugi SERIAL PRIMARY KEY,

id\_raportu INT REFERENCES raport\_fiskalny(id\_raportu) ON DELETE SET NULL,

id\_samochodu INT NOT NULL REFERENCES samochod(id\_samochodu) ON DELETE CASCADE,

id\_pracownika INT REFERENCES pracownik(id\_pracownika) ON DELETE SET NULL,

rodzaj\_uslugi VARCHAR(30) NOT NULL,

opis TEXT NOT NULL,

koszt DECIMAL(10,2) NOT NULL CHECK (koszt >=0),

cena DECIMAL(10,2) NOT NULL CHECK(cena >=0),

data\_uslugi DATE NOT NULL

);

-- tabela platnosc

CREATE TABLE platnosc (

id\_platnosci SERIAL PRIMARY KEY,

id\_raportu INT REFERENCES raport\_fiskalny(id\_raportu) ON DELETE SET NULL,

id\_uslugi INT NOT NULL REFERENCES usluga(id\_uslugi) ON DELETE CASCADE,

data\_platnosci DATE NOT NULL,

kwota DECIMAL(10,2) NOT NULL CHECK (kwota >= 0),

metoda\_platnosci VARCHAR(20) NOT NULL CHECK (metoda\_platnosci IN ('gotowka', 'karta')),

czy\_zaplacono BOOLEAN DEFAULT FALSE

);

--TRIGGERY

--trigger aktualizyje przychody w raporcie przez liczenie sumy przychodów z platnosci

CREATE OR REPLACE FUNCTION aktualizuj\_przychody()

RETURNS TRIGGER AS $$

BEGIN

UPDATE raport\_fiskalny

SET suma\_przychodow = (

SELECT COALESCE(SUM(kwota), 0)

FROM platnosc

WHERE id\_raportu = NEW.id\_raportu

)

WHERE id\_raportu = NEW.id\_raportu;

RETURN NULL;

END;

$$ LANGUAGE plpgsql;

-- INSERT

CREATE TRIGGER trg\_przychody\_insert

AFTER INSERT ON platnosc

FOR EACH ROW

EXECUTE FUNCTION aktualizuj\_przychody();

-- UPDATE

CREATE TRIGGER trg\_przychody\_update

AFTER UPDATE ON platnosc

FOR EACH ROW

EXECUTE FUNCTION aktualizuj\_przychody();

-- DELETE

CREATE TRIGGER trg\_przychody\_delete

AFTER DELETE ON platnosc

FOR EACH ROW

EXECUTE FUNCTION aktualizuj\_przychody();

--trigger atkualizuj koszty w raporcie przez sume kosztów w usługach

CREATE OR REPLACE FUNCTION aktualizuj\_koszty()

RETURNS TRIGGER AS $$

BEGIN

UPDATE raport\_fiskalny

SET suma\_kosztow = (

SELECT COALESCE(SUM(koszt), 0)

FROM usluga

WHERE id\_raportu = NEW.id\_raportu

)

WHERE id\_raportu = NEW.id\_raportu;

RETURN NULL;

END;

$$ LANGUAGE plpgsql;

-- INSERT

CREATE TRIGGER trg\_koszty\_insert

AFTER INSERT ON usluga

FOR EACH ROW

EXECUTE FUNCTION aktualizuj\_koszty();

-- UPDATE

CREATE TRIGGER trg\_koszty\_update

AFTER UPDATE ON usluga

FOR EACH ROW

EXECUTE FUNCTION aktualizuj\_koszty();

-- DELETE

CREATE TRIGGER trg\_koszty\_delete

AFTER DELETE ON usluga

FOR EACH ROW

EXECUTE FUNCTION aktualizuj\_koszty();

--tryger aktualizujacy status platnosci na true kiedy zostanie zaplaconoa kwota rowna cenie usługi

CREATE OR REPLACE FUNCTION aktualizuj\_status\_platnosci()

RETURNS TRIGGER AS $$

DECLARE

cena\_uslugi DECIMAL(10,2);

BEGIN

SELECT cena INTO cena\_uslugi

FROM usluga

WHERE id\_uslugi = NEW.id\_uslugi;

IF NEW.kwota = cena\_uslugi THEN

NEW.czy\_zaplacono := TRUE;

ELSE

NEW.czy\_zaplacono := FALSE;

END IF;

RETURN NEW;

END;

$$ LANGUAGE plpgsql;

CREATE TRIGGER trg\_aktualizuj\_status\_platnosci

BEFORE INSERT OR UPDATE ON platnosc

FOR EACH ROW

EXECUTE FUNCTION aktualizuj\_status\_platnosci();

--triger wyswietlacjacy blad jezeli szef będzie chciał usunąć pracownika który ma przydzielona jakas usluge

CREATE OR REPLACE FUNCTION blokuj\_usuniecie\_pracownika()

RETURNS TRIGGER AS $$

BEGIN

IF EXISTS (

SELECT 1 FROM usluga WHERE id\_pracownika = OLD.id\_pracownika

) THEN

RAISE EXCEPTION 'Nie można usunąć pracownika, ponieważ ma przypisane usługi.';

END IF;

RETURN OLD;

END;

$$ LANGUAGE plpgsql;

CREATE TRIGGER trg\_blokuj\_usuniecie\_pracownika

BEFORE DELETE ON pracownik

FOR EACH ROW

EXECUTE FUNCTION blokuj\_usuniecie\_pracownika();

--dane

-- Klienci

INSERT INTO klient (imie, nazwisko, telefon, email) VALUES

('Jan', 'Kowalski', '123456789', 'jan.kowalski@example.com'),

('Anna', 'Nowak', '987654321', 'anna.nowak@example.com'),

('Piotr', 'Wiśniewski', '111222333', 'piotr.wisniewski@example.com'),

('Kasia', 'Lewandowska', '444555666', 'kasia.lewandowska@example.com'),

('Michał', 'Kaczmarek', '777888999', 'michal.kaczmarek@example.com');

-- Samochody

INSERT INTO samochod (id\_klienta, marka, model, nr\_rejestracyjny, rok\_produkcji) VALUES

(1, 'Toyota', 'Corolla', 'XYZ1234', 2015),

(2, 'Ford', 'Focus', 'ABC5678', 2018),

(3, 'Volkswagen', 'Golf', 'DEF2345', 2017),

(4, 'BMW', '320i', 'GHI3456', 2020),

(5, 'Audi', 'A4', 'JKL4567', 2019);

-- Pracownicy

INSERT INTO pracownik (imie, nazwisko, telefon, stanowisko) VALUES

('Marek', 'Zieliński', '555111222', 'Mechanik'),

('Ewa', 'Malinowska', '555333444', 'Kierownik'),

('Tomasz', 'Kowalczyk', '555555555', 'Mechanik'),

('Agnieszka', 'Wójcik', '555666777', 'Recepcjonistka'),

('Paweł', 'Nowicki', '555888999', 'Mechanik');

-- Raporty fiskalne

INSERT INTO raport\_fiskalny (data\_raportu) VALUES

('2025-06-01'),

('2025-06-02'),

('2025-06-03'),

('2025-06-04'),

('2025-06-05');

-- Usługi

INSERT INTO usluga (id\_raportu, id\_samochodu, id\_pracownika, rodzaj\_uslugi, opis, koszt, cena, data\_uslugi) VALUES

(1, 1, 1, 'Wymiana oleju', 'Wymiana oleju silnikowego i filtra', 100.00, 150.00, '2025-06-01'),

(2, 2, 2, 'Naprawa hamulców', 'Wymiana klocków hamulcowych', 200.00, 300.00, '2025-06-02'),

(3, 3, 3, 'Przegląd techniczny', 'Comiesięczny przegląd', 50.00, 80.00, '2025-06-03'),

(4, 4, 4, 'Wymiana opon', 'Sezonowa wymiana opon', 150.00, 200.00, '2025-06-04'),

(5, 5, 5, 'Naprawa silnika', 'Naprawa układu zapłonowego', 500.00, 750.00, '2025-06-05');

-- Płatności

INSERT INTO platnosc (id\_raportu, id\_uslugi, data\_platnosci, kwota, metoda\_platnosci, czy\_zaplacono) VALUES

(1, 1, '2025-06-01', 150.00, 'karta', TRUE),

(2, 2, '2025-06-02', 300.00, 'gotowka', TRUE),

(3, 3, '2025-06-03', 80.00, 'karta', TRUE),

(4, 4, '2025-06-04', 100.00, 'gotowka', FALSE),

(5, 5, '2025-06-05', 750.00, 'karta', TRUE);